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## HTML FILE

<!DOCTYPE html>

<html>

<head>

    <title>Task Scheduler</title>

    <link rel=&quot;stylesheet&quot; href=&quot;ts.css&quot>

</head>

<body>

    <div class=&quot;task-form&quot;>

        <input type=&quot;text&quot; id=&quot;taskName&quot; placeholder=&quot;Task Name&quot;>

        <input type=&quot;date&quot; id=&quot;dueDate&quot>

        <select id=&quot;priority&quot;>

            <option value=&quot;low&quot;>Low</option>

            <option value=&quot;medium&quot;>Medium</option>

            <option value=&quot;high&quot;>High</option>

        </select>

        <button id=&quot;addTaskBtn&quot;>Add Task</button>

    </div>

    <div id=&quot;taskList&quot; class=&quot;task-list&quot;>

    </div>

    <script src=&quot;ts.js&quot;></script>

</body>

</html>

# CSS FILE:

\* {

    margin: 0;

    padding: 0;

    box-sizing: border-box;

}

body {

    font-family: Arial, sans-serif;

    background-color: #edbdfc;

    display: flex;

    flex-direction: column;

    align-items: center;

    justify-content: center;

    height: 90vh;

    margin: 0;

}

.container {

    background-color: #fff;

    border-radius: 50px;

    box-shadow: 0 0 20px rgba(0, 0, 0, 0.1);

    padding: 30px;

    text-align: center;

    max-width: 600px;

    width: 100%;

}

h1 {

    font-size: 24px;

    color: #333;

    margin-bottom: 20px;

}

.task-form {

    display: flex;

    justify-content: center;

    align-items: center;

    margin-bottom: 20px;

}

.task-form input[type=&quot;text&quot;],

.task-form input[type=&quot;date&quot;],

.task-form select {

    padding: 10px;

    margin-right: 10px;

    border: 1px solid #f4c7ff;

    border-radius: 4px;

}

.task-form button {

    padding: 10px 20px;

    background-color: #b80cec;

    color: #fff;

    border: none;

    border-radius: 4px;

    cursor: pointer;

}

.task-list {

    max-width: 400px;

    width: 100%;

    background-color: #fff;

    padding: 10px;

    border-radius: 4px;

    box-shadow: 0 2px 4px rgba(0, 0, 0, 0.1);

}

.task {

    display: flex;

    justify-content: space-between;

    align-items: center;

    padding: 10px;

    border: 1px solid #ccc;

    margin-bottom: 5px;

    border-radius: 4px;

    background-color: #e2b7f7;

    transition: background-color 0.2s ease-in-out;

}

.task.completed {

    background-color: #d4edda;

}

.deleteTaskBtn {

    background-color: #dc3545;

    color: #fff;

    border: none;

    border-radius: 4px;

    padding: 4px 8px;

    cursor: pointer;

    transition: background-color 0.2s ease-in-out;

}

.deleteTaskBtn:hover {

    background-color: #c82333;

}

@media (max-width: 600px) {

    .task-form input[type=&quot;text&quot;],

    .task-form input[type=&quot;date&quot;],

    .task-form select,

    .task-form button {

        width: 100%;

        margin-right: 0;

        margin-bottom: 10px;

    }

}

## JAVASCRIPT FILE:

class Task {

    constructor(taskName, dueDate, priority) {

        this.taskName = taskName;

        this.dueDate = dueDate;

        this.priority = priority;

        this.completed = false;

    }

    getTaskDetail() {

        return `${this.taskName} (Due: ${this.dueDate}, Priority:

${this.priority})`;

    }

    toggleCompletion() {

        this.completed = !this.completed;

    }

}

let taskList = [];

function addTask(...tasks) {

    taskList.push(...tasks);

}

function deleteLastTask() {

    taskList.pop();

}

function addTaskToFront(...tasks) {

    taskList.unshift(...tasks);

}

function deleteFirstTask() {

    taskList.shift();

}

function TaskOperations() {

    let totalTasks = 0;

    return {

        getTotalTasks: () => totalTasks,

        addTask: (task) => {

            totalTasks++;

            addTask(task);

        },

        deleteTask: (taskName) => {

            const index = taskList.findIndex(task => task.taskName ===

taskName);

            if (index !== -1) {

                totalTasks--;

                taskList.splice(index, 1);

            }

        }

    };

}

const taskOperations = TaskOperations();

function saveTasks() {

    return new Promise((resolve, reject) => {

        const serializedTasks = JSON.stringify(taskList);

        localStorage.setItem(&#39;tasks&#39;, serializedTasks);

        resolve();

    });

}

async function loadTasks() {

    return new Promise((resolve, reject) => {

        const serializedTasks = localStorage.getItem(&#39;tasks&#39;);

        if (serializedTasks) {

            taskList = JSON.parse(serializedTasks);

            resolve();

        } else {

            reject();

        }

    });

}

const taskNameInput = document.getElementById(&#39;taskName&#39;);

const dueDateInput = document.getElementById(&#39;dueDate&#39;);

const priorityInput = document.getElementById(&#39;priority&#39;);

const addTaskBtn = document.getElementById(&#39;addTaskBtn&#39;);

const taskListContainer = document.getElementById(&#39;taskList&#39;);

function renderTasks() {

    taskListContainer.innerHTML = &#39;&#39;;

    taskList.forEach(task => {

        const taskItem = document.createElement(&#39;div&#39;);

        taskItem.className = `task ${task.completed ? &#39;completed&#39; : &#39;&#39;}`;

        taskItem.innerHTML = `

            <span>${task.getTaskDetail()}</span>

            <button class=&quot;deleteTaskBtn&quot;>Delete</button>

        `;

        const deleteTaskBtn = taskItem.querySelector(&#39;.deleteTaskBtn&#39;);

        deleteTaskBtn.addEventListener(&#39;click&#39;, () => {

            taskOperations.deleteTask(task.taskName);

            renderTasks();

        });

        taskItem.addEventListener(&#39;click&#39;, () => {

            task.toggleCompletion();

            renderTasks();

        });

        taskListContainer.appendChild(taskItem);

    });

}

function addTaskUI() {

    const taskName = taskNameInput.value;

    const dueDate = dueDateInput.value;

    const priority = priorityInput.value;

    if (taskName &amp;&amp; dueDate &amp;&amp; priority) {

        const task = new Task(taskName, dueDate, priority);

        taskOperations.addTask(task);

        taskNameInput.value = &#39;&#39;;

        dueDateInput.value = &#39;&#39;;

        priorityInput.value = &#39;low&#39;;

        saveTasks().then(() => {

            renderTasks();

        });

    }

}

addTaskBtn.addEventListener(&#39;click&#39;, addTaskUI);

loadTasks().then(() => {

    renderTasks();

});

## OUTPUT:

![](data:image/png;base64,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)